**SANJAY\_M – CSE – DSA – PRACTICE – 5**

**Q1. Stock buy and sell**

The cost of stock on each day is given in an array A[] of size N. Find all the segments of days on which you buy and sell the stock such that the sum of difference between sell and buy prices is maximized. Each segment consists of indexes of two elements, first is index of day on which you buy stock and second is index of day on which you sell stock.

Note: Since there can be multiple solutions, the driver code will print 1 if your answer is correct, otherwise, it will return 0. In case there's no profit the driver code will print the string "No Profit" for a correct solution.

Example 1:

Input: N = 7, A[] = {100,180,260,310,40,535,695}

Output: 1

Explanation: One possible solution is (0 3) (4 6). We can buy stock on day 0, and sell it on 3rd day, which will give us maximum profit. Now, we buy stock on day 4 and sell it on day 6.

CODE:

import java.util.ArrayList;

class buysell {

ArrayList<ArrayList<Integer>> stockBuySell(int A[], int n) {

ArrayList<ArrayList<Integer>> ans = new ArrayList<>();

for (int i = 0; i < n - 1; i++) {

if (A[i + 1] > A[i]) {

ArrayList<Integer> al = new ArrayList<>();

al.add(i);

al.add(i + 1);

ans.add(al);

}

}

return ans;

}

public static void main(String[] args) {

buysell sol = new buysell();

int A[] = {100, 180, 260, 310, 40, 535, 695};

int n = A.length;

ArrayList<ArrayList<Integer>> result = sol.stockBuySell(A, n);

if (result.isEmpty()) {

System.out.println("No Profit");

} else {

ArrayList<ArrayList<Integer>> expected = new ArrayList<>();

expected.add(new ArrayList<Integer>() {{add(0); add(1);}});

expected.add(new ArrayList<Integer>() {{add(1); add(2);}});

expected.add(new ArrayList<Integer>() {{add(2); add(3);}});

expected.add(new ArrayList<Integer>() {{add(4); add(5);}});

expected.add(new ArrayList<Integer>() {{add(5); add(6);}});

if (result.equals(expected)) {

System.out.println(1);

} else {

System.out.println(0);

}

}

}

}

OUTPUT:
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Time Complexity: O(n)

**Q2. Coin Change (Count Ways)**

Given an integer array coins[ ] representing different denominations of currency and an integer sum, find the number of ways you can make sum by using different combinations from coins[ ]. Assume that you have an infinite supply of each type of coin. And you can use any coin as many times as you want.

Answers are guaranteed to fit into a 32-bit integer.

Input: coins[] = [1, 2, 3], sum = 4

Output: 4

Explanation: Four Possible ways are: [1, 1, 1, 1], [1, 1, 2], [2, 2], [1, 3].

Input: coins[] = [2, 5, 3, 6], sum = 10

Output: 5

Explanation: Five Possible ways are: [2, 2, 2, 2, 2], [2, 2, 3, 3], [2, 2, 6], [2, 3, 5] and [5, 5].

CODE:

import java.util.Arrays;

class coinchange {

static long find(int[] c, int n, int sum, int j, long[][] dp) {

if (sum < 0 || j == n) return 0;

if (sum == 0) return 1;

if (dp[j][sum] != -1) return dp[j][sum];

long s = 0;

s += find(c, n, sum - c[j], j, dp);

s += find(c, n, sum, j + 1, dp);

return dp[j][sum] = s;

}

public long count(int coins[], int N, int sum) {

long[][] dp = new long[N + 1][sum + 1];

for (long[] t : dp) Arrays.fill(t, -1);

return find(coins, N, sum, 0, dp);

}

public static void main(String[] args) {

coinchange cc = new coinchange();

int[] coins = {1, 2, 3};

int N = coins.length;

int sum = 4;

long result = cc.count(coins, N, sum);

System.out.println(result);

}

}

OUTPUT:
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Time Complexity: O(n\*m)

**Q3. First and Last Occurrences**

Given a sorted array **arr** with possibly some duplicates, the task is to find the first and last occurrences of an element **x** in the given array.

If the number **x** is not found in the array then return both the indices as -1.

**Input:** arr[] = [1, 3, 5, 5, 5, 5, 67, 123, 125], x = 5

**Output:** [2, 5]

**Explanation**: First occurrence of 5 is at index 2 and last occurrence of 5 is at index 5

**Input:** arr[] = [1, 3, 5, 5, 5, 5, 7, 123, 125], x = 7

**Output:** [6, 6]

**Explanation:** First and last occurrence of 7 is at index 6

CODE:

import java.util.ArrayList;

class firstlast {

ArrayList<Integer> find(int arr[], int n, int x) {

ArrayList<Integer> list = new ArrayList<>();

int left = 0, right = n - 1;

list.add(-1);

list.add(-1);

while (left <= right) {

if (arr[left] == x && arr[right] == x) {

list.set(0, left);

list.set(1, right);

break;

}

if (arr[left] != x) left++;

if (arr[right] != x) right--;

}

return list;

}

public static void main(String[] args) {

firstlast sol = new firstlast();

int arr[] = {1, 3, 5, 5, 5, 5, 67, 123, 125};

int x = 5;

int n = arr.length;

ArrayList<Integer> result = sol.find(arr, n, x);

System.out.println(result);

}

}

OUTPUT:

![](data:image/png;base64,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)

Time Complexity: O(n)

**Q4. Find Transition Point**

Given a **sorted array, arr[]**containing only **0s**and **1s**, find the **transition point**, i.e., the **first index**where **1**was observed, and **before that**, only 0 was observed.  If **arr** does not have any **1**, return **-1**. If array does not have any **0**, return **0**.

**Input:** arr[] = [0, 0, 0, 1, 1]

**Output:** 3

**Explanation:** index 3 is the transition point where 1 begins.

**Input:** arr[] = [0, 0, 0, 0]

**Output:** -1

**Explanation:** Since, there is no "1", the answer is -1.

CODE:

import java.util.\*;

class transpnt {

int transitionPoint(int arr[]) {

int left, right, mid, n, index;

n = arr.length;

left = 0;

right = n - 1;

index = -1;

while(left <= right) {

mid = (left + right) / 2;

if(arr[mid] == 1) {

index = mid;

right = mid - 1;

} else if(arr[mid] == 0) {

left = mid + 1;

}

}

return index;

}

public static void main(String[] args) {

transpnt sol = new transpnt();

int arr1[] = {0, 0, 0, 1, 1, 1};

System.out.println(sol.transitionPoint(arr1));

}

}

OUTPUT:

![](data:image/png;base64,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)

Time Complexity: O(log n)

**Q5. First Repeating Element**

Given an array **arr[],** find the first repeating element. The element should occur more than once and the index of its first occurrence should be the smallest. The position you return should be according to 1-based indexing.

**Input:** arr[] = [1, 5, 3, 4, 3, 5, 6]

**Output:** 2

**Explanation:** 5 appears twice and its first appearance is at index 2 which is less than 3 whose first the occurring index is 3.

**Input:** arr[] = [1, 2, 3, 4]

**Output:** -1

**Explanation:** All elements appear only once so answer is -1.

CODE:

import java.util.HashMap;

class firstrepeated {

public static int firstRepeated(int[] arr) {

HashMap<Integer, Integer> map = new HashMap<>();

int index = -1;

for (int x : arr) {

map.put(x, map.getOrDefault(x, 0) + 1);

}

for (int i = 0; i < arr.length; i++) {

if (map.get(arr[i]) > 1) {

index = i + 1;

break;

}

}

return index;

}

public static void main(String[] args) {

firstrepeated sol = new firstrepeated();

int[] arr1 = { 1, 5, 3, 4, 3, 5, 6 };

System.out.println(sol.firstRepeated(arr1));

}

}

OUTPUT:

![](data:image/png;base64,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)

Time Complexity: O(n)

**Q6. Remove Duplicates Sorted Array**

Given a **sorted** array**arr.** Return the size of the modified array which contains only distinct elements.  
1.Don't use set or HashMap to solve the problem.  
2. You **must** return the modified array **size only**where distinct elements are present and **modify** the original array such that all the distinct elements come at the beginning of the original array.

**Input:** arr = [2, 2, 2, 2, 2]

**Output:** [2]

**Explanation:** After removing all the duplicates only one instance of 2 will remain i.e. [2] so modified array will contains 2 at first position and you should **return 1** after modifying the array, the driver code will print the modified array elements.

**Input:** arr = [1, 2, 4]

**Output:** [1, 2, 4]

**Explation:** As the array does not contain any duplicates so you should return 3.

CODE:

import java.util.\*;

class removedup {

public int removeDuplicate(int[] arr) {

int i = 0;

for (int j = 1; j < arr.length; j++) {

if (arr[j] != arr[i]) {

i++;

arr[i] = arr[j];

}

}

return i + 1;

}

}

public class removeduplicate {

public static void main(String[] args) {

int[] arr = {2, 2, 2, 2, 2};

removedup rd = new removedup();

int newLength = rd.removeDuplicate(arr);

System.out.print("[");

for (int i = 0; i < newLength; i++) {

System.out.print(arr[i]);

if (i < newLength - 1) {

System.out.print(", ");

}

}

System.out.println("]");

}

}

OUTPUT:
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Time Complexity: O(n)

**Q7. Maximum Index**

Given an array **arr** of positive integers. The task is to return the maximum of **j - i** subjected to the constraint of **arr[i] < arr[j]**and **i < j**.

**Input:** arr[] = [1, 10]

**Output:** 1

**Explanation:** arr[0] < arr[1] so (j-i) is 1-0 = 1.

**Input:** arr[] = [34, 8, 10, 3, 2, 80, 30, 33, 1]

**Output:** 6

**Explanation:** In the given array arr[1] < arr[7] satisfying the required condition(arr[i] < arr[j]) thus giving the maximum difference of j - i which is 6(7-1).

CODE:

import java.util.\*;

class maxindex {

public int maxIndexDiff(int[] arr) {

int n = arr.length;

int[] minLeft = new int[n];

int[] maxRight = new int[n];

minLeft[0] = arr[0];

for (int i = 1; i < n; i++) {

minLeft[i] = Math.min(arr[i], minLeft[i - 1]);

}

maxRight[n - 1] = arr[n - 1];

for (int j = n - 2; j >= 0; j--) {

maxRight[j] = Math.max(arr[j], maxRight[j + 1]);

}

int i = 0, j = 0;

int maxDiff = -1;

while (i < n && j < n) {

if (minLeft[i] <= maxRight[j]) {

maxDiff = Math.max(maxDiff, j - i);

j++;

} else {

i++;

}

}

return maxDiff;

}

public static void main(String[] args) {

maxindex mi= new maxindex();

int[] arr = { 34, 8, 10, 3, 2, 80, 30, 33, 1 };

int result = mi.maxIndexDiff(arr);

System.out.println(result);

}

}

OUTPUT:
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Time Complexity: O(n)

**Q8. Wave Array**

Given a **sorted** array **arr[]** of distinct integers. Sort the array into a wave-like array(In Place). In other words, arrange the elements into a sequence such that arr[1] >= arr[2] <= arr[3] >= arr[4] <= arr[5].....  
If there are multiple solutions, find the lexicographically smallest one. The given array is sorted in ascending order, and you don't need to return anything to change the original array.

**Input:** arr[] = [1, 2, 3, 4, 5]

**Output: [**2, 1, 4, 3, 5]

**Explanation:** Array elements after sorting it in the waveform are 2, 1, 4, 3, 5.

CODE:

import java.util.Arrays;

class wavearray {

public static void convertToWave(int[] arr) {

int i = 0;

while (i < arr.length - 1) {

int temp = arr[i];

arr[i] = arr[i + 1];

arr[i + 1] = temp;

i += 2;

}

}

public static void main(String[] args) {

int[] arr = {1, 2, 3, 4, 5};

convertToWave(arr);

System.out.println(Arrays.toString(arr));

}

}

OUTPUT:
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Time Complexity: O(n)